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Москва 2023

# **Цель работы**

Получить знания и навыки применения алгоритмов поиска в тексте подстрок.

1. **Постановка задачи**

**Задание 1.** Разработать и реализовать алгоритм поиска в тексте

1. Включить в этап «Решение» описание алгоритма рассматриваемого метода. Разобрать алгоритм на примере. Подсчитать количество сравнений для успешного поиска первого вхождения образца в текст и безуспешного поиска.
2. Разработать и отладить функции для реализации алгоритма.
3. Сформировать таблицу тестов с указанием успешного и неуспешного поиска, используя большой по объему текст, и образец различного объема. Включить ее в этап тестирования
4. Разработать и реализовать программу тестирования алгоритма.
5. Оценить практическую сложность алгоритма в зависимости от длины текста и длины образца и отобразить результаты в таблице.
6. Оформить отчет, включив в него этапы разработки каждой задачи варианта. Сравнить эффективность алгоритма, как практическую, так и теоретическую.

**Задание 2.**  Разработать алгоритм и функцию поиска образца в тексте с применением регулярных выражений для второй задачи варианта

1. Разработать регулярное выражение в соответствии с задачей варианта.
2. Разработать функцию, реализующую проверку входной строки на соответствие регулярному выражению или ее модификацию в соответствии с индивидуальным вариантом.
3. Выполнить тестирование на разработанных тестах.
4. Оформить отчет, представив результаты по пунктам задания.

|  |  |  |
| --- | --- | --- |
| 7 | 1. Строка S была записана много раз подряд, после чего из получившейся строки взяли произвольную часть строки - подстроку и передали, как входные данные. Необходимо определить минимально возможную длину исходной строки S. 2. Дан список придуманных пользователем паролей. Проверить, какие из паролей корректно составлены, т.е. удовлетворяют требованиям: в паролях могут быть только английские буквы (строчные или прописные) и цифры. Пробелы, подчеркивания и другие знаки препинания не допускаются. | Кнута-Мориса-Пратта |

# **. Решение**

* 1. **Краткая теория по теме**

Алгоритм Кнута-Мориса-Пратта (КМП) – это алгоритм для поиска подстроки в строке. Основная идея алгоритма заключается в использовании префикс-функции для определения наилучшего совпадения между префиксом подстроки и суффиксом строки. Префикс-функция для строки S – это массив P, где P[i] – это длина наибольшего собственного префикса (не равного всей строке), который также является суффиксом S[0: i].

Алгоритм КМП начинает сравнивать символы подстроки и строки слева направо. Если символы совпадают, то алгоритм переходит к следующему символу. Если символы не совпадают, то алгоритм использует префикс-функцию для определения количества символов, которые можно пропустить при следующем сравнении. Это делается путем перехода к индексу, соответствующему значению префикс-функции для предыдущего символа. Алгоритм КМП имеет линейную сложность O(n+m), где n – длина строки, а m – длина подстроки. Это делает его очень эффективным для поиска подстроки в больших текстовых файлах.

Регулярные выражения – это формальный язык, который используется для поиска и манипуляции текстом на основе шаблонов. В C++ регулярные выражения реализуются с помощью стандартной библиотеки <regex>.

* 1. **. Выполнение первого задания****.**

В первом задании необходимо разобрать алгоритм, а также подсчитать количество сравнений для успешного поиска первого вхождения образца в текст.

|  |
| --- |
| vector<int> PrefixFunction(string str)  {  int size = str.length();  vector<int> prefix(size, 0);  for (int i = 1; i < size; i++)  {  int j = prefix[i - 1];  while (j > 0 && str[i] != str[j])  {  j = prefix[j - 1];  }  if (str[i] == str[j])  {  j++;  }  prefix[i] = j;  }  return prefix;  }  int FindMinimumLength(const string& text, const string& subStr, int& comp) {  int textSize = text.length();  int subSize = subStr.length();  vector<int> prefix = PrefixFunction(subStr);  int j = 0;  for (int i = 0; i < textSize; i++) {  while (j > 0 && text[i] != subStr[j]) {  j = prefix[j - 1];  comp++;  }  if (text[i] == subStr[j]) {  j++;  comp++;  }  if (j == subSize) {  return i - j + 1;  }  }  return textSize / 5;  } |

Данный код представляет функцию FindMinimumLength, которая выполняет поиск первого вхождения подстроки subStr в строке text.

Основной алгоритм поиска базируется на использовании префикс-функции, реализованной в функции PrefixFunction. Префикс-функция вычисляет значения префиксов для каждого символа в строке subStr.

Функция FindMinimumLength принимает текст text, подстроку subStr и ссылку на переменную comp, которая используется для подсчета количества сравнений символов.

В начале функции, определяются размеры текста и подстроки. Затем вызывается функция PrefixFunction, которая вычисляет массив значений префикс-функции для подстроки subStr. Далее идет цикл, который выполняет обход текста. На каждой итерации цикла проверяется, совпадает ли символ в текущей позиции текста с символом в текущей позиции подстроки. Если символы не совпадают, значение j уменьшается до значения префикс-функции для j-1. Если символы совпадают, значение j увеличивается на 1. Если значение j становится равным длине подстроки subStr, это означает, что подстрока найдена, и функция возвращает индекс начала подстроки в тексте (i - j + 1).

Если обход текста завершается без нахождения подстроки, функция возвращает значение, равное длине всей строки text. Это условие используется в качестве индикатора, что подстрока не найдена.

Во время обхода текста, каждое сравнение символов увеличивает значение переменной comp, которая используется для подсчета количества сравнений.

* 1. **Выполнение второго задания.**

Во втором задании необходимо разработать алгоритм и функцию проверки пароля на валидность.

|  |
| --- |
| bool IsPasswordValid(const string& password)  {  for (char ch : password)  {  if (!((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z') || (ch >= '0' && ch <= '9')))  {  return false;  }  }  return true;  }  void CheckPasswords(const string& fileName)  {  ifstream inputFile(fileName);  string password;  vector<string> validPasswords;  while (inputFile >> password)  {  if (IsPasswordValid(password))  {  validPasswords.push\_back(password);  }  }  inputFile.close();  cout << "Корректные пароли:" << endl;  for (const string& validPassword : validPasswords)  {  cout << validPassword << endl;  }  } |

Данная функция IsPasswordValid проверяет, является ли пароль, заданный строкой password, валидным. Функция перебирает каждый символ ch в пароле и проверяет, что символ является буквой (маленькой или большой) или цифрой. Если символ не удовлетворяет этому условию, функция возвращает false, что означает, что пароль невалидный. Если все символы пароля проходят проверку, функция возвращает true, что означает, что пароль валидный. Функция CheckPasswords открывает файл с именем fileName для чтения. Затем она создает переменную password типа string и вектор validPasswords для хранения корректных паролей. В цикле while считывается каждое слово (пароль) из файла inputFile и проверяется его валидность с помощью вызова функции IsPasswordValid. Если пароль валидный, он добавляется в вектор validPasswords. После завершения цикла while, файл inputFile закрывается. Затем функция выводит на экран строку "Корректные пароли:" и в цикле выводит каждый корректный пароль из вектора validPasswords на отдельной строке.

* 1. **Описание работы программы и её интерфейса**

Для первого задания изначально создаются и заполняются 5 файлов с текстом от 2000 до 10000 символов. Далее пользователя просят ввести строку, поиск которой осуществляется в текстах с подсчетом сравнений.

Для второй задачи изначально создаётся файл со списком различных паролей, который проверяется на валидность.

Ниже представлено меню выбора с демонстрацией выполнения второго задания (рис. 1).
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Рисунок 1. Интерфейс работы программы

1. **Тестирование**

Протестируем работу первого здания на файлах с текстом размера 2000, 4000, 5000, 7000, 8000 с учетом успешного и безуспешного поиска строки в тексте (рис. 2). Для этого поместим некоторую строку в середину текстов, за основу которых был взят текст “Lorem ipsum”.
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Рисунок 2. Тестирование работы первого задания с успешным поиском

Код работает исправно. По результатам тестов построим таблицы для поиска.

Таблица 1. Сводная таблица результатов

|  |  |  |  |
| --- | --- | --- | --- |
| **n** | **T(n)=N+M** | **Та=f(N+M)** | **Тэ=C** |
| 2000 | 2005 | 2005 | 260 |
| 4000 | 4005 | 4005 | 7 |
| 5000 | 5005 | 5005 | 345 |
| 7000 | 7005 | 7005 | 540 |
| 8000 | 8005 | 8005 | 62 |

Протестируем работу второго задания. Для этого возьмем список паролей в текстовом файле (рис. 3).

![](data:image/png;base64,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)

Рисунок 3. Тестирование работы второго задания

Тестирование второго задания прошло успешно. Все тесты заданий пройдены успешно.

1. **Вывод**

В результате выполнения работы я получил практический опыт, знания и навыки применения алгоритмов поиска в тексте подстрок.

1. **Исходный код программы**

Исходный код файла PractiseTask10.cpp

|  |
| --- |
| #include <iostream>  #include <fstream>  #include <string>  #include <vector>  #include <regex>  using namespace std;  vector<int> PrefixFunction(string str)  {  int size = str.length();  vector<int> prefix(size, 0);  for (int i = 1; i < size; i++)  {  int j = prefix[i - 1];  while (j > 0 && str[i] != str[j])  {  j = prefix[j - 1];  }  if (str[i] == str[j])  {  j++;  }  prefix[i] = j;  }  return prefix;  }  int FindMinimumLength(const string& text, const string& subStr, int& comp) {  int textSize = text.length();  int subSize = subStr.length();  vector<int> prefix = PrefixFunction(subStr);  int j = 0;  for (int i = 0; i < textSize; i++) {  while (j > 0 && text[i] != subStr[j]) {  j = prefix[j - 1];  comp++;  }  if (text[i] == subStr[j]) {  j++;  comp++;  }  if (j == subSize) {  return i - j + 1;  }  }  return textSize / 5;  }  bool IsPasswordValid(const string& password)  {  for (char ch : password)  {  if (!((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z') || (ch >= '0' && ch <= '9')))  {  return false;  }  }  return true;  }  void CheckPasswords(const string& fileName)  {  ifstream inputFile(fileName);  string password;  vector<string> validPasswords;  while (inputFile >> password)  {  if (IsPasswordValid(password))  {  validPasswords.push\_back(password);  }  }  inputFile.close();  cout << "Корректные пароли:" << endl;  for (const string& validPassword : validPasswords)  {  cout << validPassword << endl;  }  }  int main()  {  setlocale(LC\_ALL, "rus");  cout << "1. Задание 1" << endl;  cout << "2. Задание 2" << endl;  int choice{};  cin >> choice;  switch (choice)  {  case 1:  {  string name = "words";  string subStr;  cout << "\nВведите строку: ";  cin >> subStr;  for (int i = 1; i <= 5; i++)  {  int comp = 0;  string task = name + to\_string(i);  ifstream inputFile(task + ".txt");  string text;  string sent;  while (getline(inputFile, sent))  {  text += sent;  }  inputFile.close();  int minLen = FindMinimumLength(text, subStr, comp);  cout << "Минимально возможная длина исходной строки S: " << minLen << endl;  cout << "Количество сравнений: " << comp << endl;  }  break;  }  case 2:  {  string path = "passwords.txt";  CheckPasswords(path);  }  }  return 0;  } |